![Namal Institute - Wikipedia](data:image/png;base64,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)
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**Instructions:**

1. This is an individual lab. You will perform the tasks individually and submit a report.
2. Some of these tasks (marked as ‘Example’) are for practice purposes only while others (marked as ‘Task’) have to be answered in the report.
3. When asked to display an output in the task, either save it as jpeg or take a screenshot, in order to insert it in the report.
4. The report should be submitted on the given template, including:
   1. Code (copy and pasted, NOT a screenshot)
   2. Output figure (as instructed in 3)
   3. Explanation where required
5. The report should be properly formatted, with easy to read code and easy to see figures.
6. Plagiarism or any hint thereof will be dealt with strictly. Any incident where plagiarism is caught, both (or all) students involved will be given zero marks, regardless of who copied whom. Multiple such incidents will result in disciplinary action being taken.
7. Late submission of report is allowed within 03 days after lab with 20% deduction of marks every day.
8. You have to submit report in pdf format (Reg.X\_DSA\_LabReportX.pdf).

|  |
| --- |
| **Task 1: A shop has a stack of chocolate boxes each containing a positive number of chocolates. Initially, the stack is empty. During the next N minutes, either of these two things may happen:The box of chocolates on top of the stack gets sold. Make a method (chocolates\_sold)You receive a box of chocolates from the warehouse and put it on top of the stack. Make a method (chocolates\_available)Determine the number of chocolates in the sold box each time he sells a box. Also determine the number of chocolates which are available in the stack.** |

|  |
| --- |
| **Python Code :**  class ChocolateStack:      def \_\_init\_\_(self):          self.stack = []      def chocolates\_sold(self):          if len(self.stack) == 0:              return None          else:              return self.stack.pop()      def chocolates\_available(self, n\_chocolates):          self.stack.append(n\_chocolates)      def get\_total\_chocolates(self):          return sum(self.stack)      def get\_number\_of\_boxes(self):          return len(self.stack)  chocolate\_stack = ChocolateStack()  chocolate\_stack.chocolates\_available(10)  chocolate\_stack.chocolates\_available(20)  chocolate\_stack.chocolates\_available(30)  print("Choclate boxes",chocolate\_stack.get\_number\_of\_boxes()) # 3  print("Total Choclates",chocolate\_stack.get\_total\_chocolates()) # 60  sold\_chocolates = chocolate\_stack.chocolates\_sold()  print("Sold Choclates ",sold\_chocolates) # 30  print("Choclate boxes",chocolate\_stack.get\_number\_of\_boxes()) # 2  print("Total Choclates",chocolate\_stack.get\_total\_chocolates()) # 40  **Output Screenshot:**    **Explanation :**  This code defines a class called "ChocolateStack" with methods for adding chocolates to the stack, selling chocolates, and getting information about the stack, such as the total number of chocolates and the number of boxes. The code creates an instance of this class and adds three boxes of chocolates, totaling 60 chocolates, to the stack. The code then sells one box of chocolates, returning the number of chocolates in the sold box, and prints the updated information about the stack, which now has two boxes and 40 chocolates. |

|  |
| --- |
| **Task 2: Alice is rearranging her library. She takes the innermost s*helf* and reverses the order of books. She breaks the walls of the shelf. In the end, there will be only books and no shelf walls. Print the order of books. Opening and closing walls of shelves are shown by '/' and '\' respectively whereas books are represented by lower case alphabets. Implement it using stack in python.** |

|  |
| --- |
| **Python Code :**  class BookStack:      def \_\_init\_\_(self):          self.stack = []      def add\_book(self, book):          self.stack.append(book)      def reverse\_order(self):          reversed\_books = []          while self.stack:              reversed\_books.append(self.stack.pop())          return reversed\_books  # Example usage:  shelf = "/abcde\\"  book\_stack = BookStack()  # Add books to the stack  for book in shelf[1:-1]:      book\_stack.add\_book(book)  # Print the reversed order of books  print(book\_stack.reverse\_order())  **Output Screenshot:**    **Explanation :**  In this code, we define a class called BookStack which has methods for adding books to the stack and reversing the order of the books. We create an instance of the class and add each book on the innermost shelf to the stack. Finally, we call the reverse\_order method to print the reversed order of the books. |

|  |
| --- |
| **Task 3: A and B are playing a game. In this game, both of them are initially provided with a *list of numbers*. (Both have the same list but their own copy.) Now, they both have a different strategy to play the game. A picks the element from *start* of his list. B picks from the *end* of his list. You need to generate the result in form of an output list. Method to be followed at each step to build the output list is: If the number picked by A is bigger than B, then this step's output is 1. B removes the number that was picked from their list. If the number picked by A is smaller than B, then this step's output is 2. A removes the number that was picked from their list. If both have the same number, then this step's output is 0. Both A and B remove the number that was picked from their list. This game ends when at least one of them has no more elements to be picked i.e. when the list gets empty. Make a method to play this game. Implement it using stack in python.** |

|  |
| --- |
| **Python Code :**  class Game:      def \_\_init\_\_(self, list\_a, list\_b):          self.stack\_a = list(reversed(list\_a))          self.stack\_b = list(reversed(list\_b))          self.output\_list = []      def play(self):          while self.stack\_a and self.stack\_b:              a = self.stack\_a[-1]              b = self.stack\_b[-1]              if a > b:                  self.output\_list.append(1)                  self.stack\_b.pop()              elif a < b:                  self.output\_list.append(2)                  self.stack\_a.pop()              else:                  self.output\_list.append(0)                  self.stack\_a.pop()                  self.stack\_b.pop()          return self.output\_list  # Example usage:  list\_a = [1, 2, 3, 4, 5]  list\_b = [1, 2, 3, 4, 5]  game = Game(list\_a, list\_b)  output\_list = game.play()  print(output\_list)  **Output Screenshot:**    **Explanation :**  In this code, we define a class called Game which has stacks to represent the list that each player has and an output list to record the results of each step in the game. We create an instance of the class with two lists and then call the play method to run the game. The method compares the top elements of each stack, adds a 1, 2, or 0 to the output list depending on the comparison, removes the top element from the corresponding stack, and continues until one of the stacks is empty. Finally, the method returns the output list. The code prints the output list as an example. |

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| **Lab Evaluation Rubrics** | | | | | | | |
| **Domain** | **CLOs/**  **Rubric** | **Performance Indicator** | **Unsatisfactory**  **0-5** | **Marginal**  **5-10** | **Satisfactory**  **11-15** | **Exemplary**  **16-20** | **Allocate d Marks** |
| **Psychomotor** | **CLO:1**  **R2** | Implementation with Results  **(P)** | Does not try to solve problems. Many mistakes in code and difficult to comprehend for the instructor. There is not result of the problem. | Does not suggests or refine solutions but is willing to try out solutions suggested by others. Few mistakes in code, but done along with comments, and easy to comprehend for the instructor. Few mistake in result. | Refines solutions suggested by others. Complete and error-free code is done. No comments in the code, but easy to comprehend for the instructor. Results are correctly produced. | Actively looks for and suggests solution to problems. Complete and error free code is done, easy to comprehend for the instructor. Results are correctly produced. Student incorporated comments in the code. |  |
| **Affective** | **CLO:3**  **R3** | Lab Report **(A)** | Code of the problem is not given. Outputs are not provided. Explanation of the solution is not stated. | Code of the problem is not given. Output is not complete. Explanation of the solution is not satisfactory. | Code of the problem is not given. Output is completely given. Explanation of the solution is not satisfactory. | Code of the problem is not given. Output is completely given. Explanation of the solution is satisfactory. |  |
| **CLO:1**  **R5** | Discipline and Behavior **(A)** | Got and wandered around. Chased others, ran, or played around. More than two incidents of talking non-lab related stuff in lab and/or any talk with other groups, voice level exceeding the appropriate level, use of cell phones and involvement in any non lab activity. | Got out of seat and wander around for some time. No more than two incidents of talking non-lab related stuff in lab. Voice level exceeding the appropriate level, use of cell phones and involvement in any non-lab related activity. | Stayed in seat and got up for a specific lab related reason, but took more time than required to do the job. No more than one incidents of talking non-lab related stuff in lab. Voice level exceeding the appropriate level, use of cell phones and involvement in any non-lab related activity. | Stayed in seat and got up for a specific lab related reason. Took care of lab related business and sat down right away. Voice level kept appropriate. Not used cell phones or involved in any non- lab related activity. |  |